Programming II – Test 1 (Invoice)

# You have 90 minutes to complete all the tasks.

Your company was asked to build an accounting package, the software architects of your company have designed the system and your supervisor has assigned the task of coding two classes. The two classes are an **Item** class and an **Invoice** class both of them are fully described below.

A test harness is provided to test your classes. You are required to match the provided output EXACTLY!

# The Item Class 28 marks
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##### Fields:

**CURRENT\_NUMBER** – this private static int represents the value to be used when creating an item object. It is initialized to 100. This variable is used and updated in the constructor **public Item(string name, …)**.

**3 Marks**

**NUMBER** – this string represents the number of this item object. This member is set in the constructor. The class variable **CURRENT\_NUMBER** is used to generate a unique string. This field is public and **readonly**.

**2 Marks**

##### Properties:

All properties have public getters and private setters

**IsBackOrdered** – this bool indicates if there is insufficient quantity for this line. This is an auto-implemented property, the getter is public and the setter is private.

**2 Marks**

**2 Marks**

**Name** – this string represents name of this object. This is an auto-implemented property, the getter is public and the setter is private.

**Price** – this double represents the price of this item. This is an auto-implemented property, the getter is public and the setter is private.

**2 Marks**

**Quantity** – this int represents the number of items in this object. This is an auto-implemented property, the getter is public and the setter is private.

**2 Marks**

##### Constructor:

**public Item(string name, double price, int quantity = 1, bool isBackOrdered = false)** – This is constructor does the following:

**8 Marks**

* Assigns the arguments to the appropriate properties.
* The third and fourth parameters have default values.
* It also assigns the **CURRENT\_NUMBER** field to the Number property (you will have to do some kind of conversion) and increments it.
* It increments **CURRENT\_NUMBER**.

##### Methods

**public override string ToString()** – This method overrides the corresponding method of the object class to return a suitably formatted string. See the sample output for ideas on how to format your output.

**7 Marks**

This method does not display anything.

# The Invoice Class 40 Marks

![](data:image/png;base64,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)We are going to model an Invoice type. There are 9 members in this class as shown in the class diagram below.

#### Description of class members

##### Fields:

**3 Marks**

**items** – this is a list of items. It represents a collection of items that comprise this invoice. This is initialized at declaration. This field is private.

##### Properties:

All the properties have public getters and private setters.

**2 Marks**

**Customer** – this string represents the name of the customer. This is an auto-implemented property, the getter is public and the setter is private.

**Mobile** – this string represents the mobile number of the customer. This is an auto-implemented property, the getter is public and the setter is private.

**2 Marks**

##### Constructor:

**public Invoice(string customer, string mobile)** – This is constructor assigns the arguments to the appropriate properties.

**3 Marks**

##### Methods

**public void InsertItem(Item item)** – This public method add the argument to the field **items**.

**3 Marks**

This method does not display anything.

**public void RemoveItem(string number)** – This public method removes an item from the collection of items. This method uses a loop to check each item in the collection. If the Number property of that item matches the argument then that particular item is removed from the collection. If the invoice number is not found than throw an **Exception** object with a suitable message. [Use the method **RemoveAt(i)** of the list class to delete the item from the collection].

You should not use a **foreach** loop in this method, because it iterates in a readonly fashion so you will not be able to remove it.

Use either a **for** or a **while** or a **do-while** loop

**10 Marks**

This method does not display anything.

**private string GetItems()** – This is a private method that returns a string representing all the elements of the items collection. There is a single line for each element. This method is used in the **ToString()** method below to print an invoice. [To get a new line use the "\n" sequence].

**8 Marks**

This method does not display anything.

**public override string ToString()** – This is a public method overrides the corresponding method in the object class to return a stringified form of the object. In addition to the Customer and Mobile properties, this method uses the **GetItems()** method to generate a string for all the items. Examine the output to decide on your formatting code.

**4 Marks**

This method does not display anything.

**public void SaveAsJson(string filename)** – This is a public method saves this invoice including all of the items to a file in json format.

Remember to add the necessary libraries and using statement.

**6 Marks**

This method does not display anything.

### Test Harness

Insert the following code statements in the **Main()** method of your Program.cs file:

//test the item class

Console.WriteLine("\n\*\*\*\*\*Testing the Item Class");

Console.WriteLine(new Item("Mouse", 5.21));

Console.WriteLine(new Item("Keybaord", 14.99, 4));

Console.WriteLine(new Item("Monitor", 124.98, 2, true));

//test the invoice class

Console.WriteLine("\n\*\*\*\*\*Testing the Invoice Class");

Console.WriteLine(new Invoice("Jean Chretien", "647-124-5678"));

//testing AddItem method of the invoice class

Console.WriteLine("\n\*\*\*\*\*Testing the AddItem() for first invoice");

Invoice inv0 = new Invoice("Kim Campbell", "647-123-4567");

inv0.InsertItem(new Item("Crucial SSD", 199.97, 5));

inv0.InsertItem(new Item("Samsung Led Monitor", 7, 4, true));

inv0.InsertItem(new Item("GeForce GTX", 28, 6, true));

inv0.InsertItem(new Item("Sapphire Radeon", 14, 12, true));

Console.WriteLine(inv0);

Console.WriteLine("\n\*\*\*\*\*Testing the AddItem() for second invoice");

Invoice inv1 = new Invoice("Brian Mulroney", "416-289-5000");

inv1.InsertItem(new Item("Netgear Router", 7, 1, true));

inv1.InsertItem(new Item("Asus Router", 21));

inv1.InsertItem(new Item("Samsung Galaxy", 56, 2, true));

inv1.InsertItem(new Item("Asus MeMO Pad", 42, 3, true));

inv1.InsertItem(new Item("Lenovo Tablet", 599.99, 1, false));

inv1.InsertItem(new Item("Ematic Tablet", 21, 4));

inv1.InsertItem(new Item("HP Elitebook", 1896.89));

inv1.InsertItem(new Item("Macbook Pro", 2300));

Console.WriteLine(inv1);

Console.WriteLine("Saving to \"invoice.json\"");

inv1.SaveAsJson("invoice.json");

//testing the RemoveItem method of the invient class

//check the previous display to verify that atleast

//two of the item numbers are used below

Console.WriteLine("\n\*\*\*\*\*Testing the RemoveItem()");

inv1.RemoveItem("108");

inv1.RemoveItem("109");

try

{

inv1.RemoveItem("108");

}

catch (Exception e)

{

Console.WriteLine(e.Message);

}

Console.WriteLine(inv1);

### Sample Output

The following the output of a completed solution. Examine the output carefully to decide on the return value of the **ToString()** of the Item class and the **ToString()** method of the Invoice class.

\*\*\*\*\*Testing the Item Class

100 - 1pcs Mouse @ $5.21

101 - 4pcs Keybaord @ $14.99

102 - 2pcs Monitor @ $124.98 (back ord)

\*\*\*\*\*Testing the Invoice Class

Jean Chretien tel. 647-124-5678

List of Items:

\*\*\*\*\*Testing the AddItem() for first invoice

Kim Campbell tel. 647-123-4567

List of Items:

103 - 5pcs Crucial SSD @ $199.97

104 - 4pcs Samsung Led Monitor @ $7.00 (back ord)

105 - 6pcs GeForce GTX @ $28.00 (back ord)

106 - 12pcs Sapphire Radeon @ $14.00 (back ord)

\*\*\*\*\*Testing the AddItem() for second invoice

Brian Mulroney tel. 416-289-5000

List of Items:

107 - 1pcs Netgear Router @ $7.00 (back ord)

108 - 1pcs Asus Router @ $21.00

109 - 2pcs Samsung Galaxy @ $56.00 (back ord)

110 - 3pcs Asus MeMO Pad @ $42.00 (back ord)

111 - 1pcs Lenovo Tablet @ $599.99

112 - 4pcs Ematic Tablet @ $21.00

113 - 1pcs HP Elitebook @ $1,896.89

114 - 1pcs Macbook Pro @ $2,300.00

Saving to "invoice.json"

\*\*\*\*\*Testing the RemoveItem()

Exception: Invoice #108 was not found

Brian Mulroney tel. 416-289-5000

List of Items:

107 - 1pcs Netgear Router @ $7.00 (back ord)

110 - 3pcs Asus MeMO Pad @ $42.00 (back ord)

111 - 1pcs Lenovo Tablet @ $599.99

112 - 4pcs Ematic Tablet @ $21.00

113 - 1pcs HP Elitebook @ $1,896.89

114 - 1pcs Macbook Pro @ $2,300.00

... Press enter to exit

|  |
| --- |
| [Solution]  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace Invoice  {  class Program  {  // 3. Test Harness  static void Main(string[] args)  {  //test the item class  Console.WriteLine("\n\*\*\*\*\*Testing the Item Class");  Console.WriteLine(new Item("Mouse", 5.21));  Console.WriteLine(new Item("Keybaord", 14.99, 4));  Console.WriteLine(new Item("Monitor", 124.98, 2, true));  //test the invoice class  Console.WriteLine("\n\*\*\*\*\*Testing the Invoice Class");  Console.WriteLine(new Invoice("Jean Chretien", "647-124-5678"));  //testing AddItem method of the invoice class  Console.WriteLine("\n\*\*\*\*\*Testing the AddItem() for first invoice");  Invoice inv0 = new Invoice("Kim Campbell", "647-123-4567");  inv0.InsertItem(new Item("Crucial SSD", 199.97, 5));  inv0.InsertItem(new Item("Samsung Led Monitor", 7, 4, true));  inv0.InsertItem(new Item("GeForce GTX", 28, 6, true));  inv0.InsertItem(new Item("Sapphire Radeon", 14, 12, true));  Console.WriteLine(inv0);  Console.WriteLine("\n\*\*\*\*\*Testing the AddItem() for second invoice");  Invoice inv1 = new Invoice("Brian Mulroney", "416-289-5000");  inv1.InsertItem(new Item("Netgear Router", 7, 1, true));  inv1.InsertItem(new Item("Asus Router", 21));  inv1.InsertItem(new Item("Samsung Galaxy", 56, 2, true));  inv1.InsertItem(new Item("Asus MeMO Pad", 42, 3, true));  inv1.InsertItem(new Item("Lenovo Tablet", 599.99, 1, false));  inv1.InsertItem(new Item("Ematic Tablet", 21, 4));  inv1.InsertItem(new Item("HP Elitebook", 1896.89));  inv1.InsertItem(new Item("Macbook Pro", 2300));  Console.WriteLine(inv1);  Console.WriteLine("Saving to \"invoice.json\"");  inv1.SaveAsJson("invoice.json");  //testing the RemoveItem method of the invient class  //check the previous display to verify that atleast  //two of the item numbers are used below  Console.WriteLine("\n\*\*\*\*\*Testing the RemoveItem()");  inv1.RemoveItem("108");  inv1.RemoveItem("109");  try  {  inv1.RemoveItem("108");  }  catch (Exception e)  {  Console.WriteLine(e.Message);  }  Console.WriteLine(inv1);  }  }  }  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  namespace Invoice  {  // 1. Item Class: 28 Marks  class Item  {  // FIELDS  private static int CURRENT\_NUMBER = 100; // 3 Marks  public readonly string NUMBER; // 3 Marks  // PROPERTIES  public bool IsBackOrdered { get; private set; } // 2 Marks  public string Name { get; private set; } // 2 Marks  public double Price { get; private set; } // 2 Marks  public int Quantity { get; private set; } // 2 Marks  // CONSTRUCTOR  public Item(string name, double price, int quantity = 1, bool isBackOrdered = false) // 8 Marks  {  Name = name;  Price = price;  Quantity = quantity;  IsBackOrdered = isBackOrdered;  NUMBER = Convert.ToString(CURRENT\_NUMBER);  CURRENT\_NUMBER++;  }  // METHODS  public override string ToString() // 7 Marks  {  return String.Format(" {0} - {1}pcs {2} @ {3:C} {4}", NUMBER, Quantity, Name, Price, IsBackOrdered? "(back ord)":"");  }  }  }  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  // Add namespaces for JASON Serialization  using System.IO;  using System.Web.Script.Serialization;  namespace Invoice  {  // 2. Invoice class: 40 Marks  class Invoice  {  // FIELDS  private List<Item> items = new List<Item>() { }; // 3 Marks  // PROPERTIES  public string Customer { get; private set; } // 2 Marks  public string Mobile { get; private set; } // 2 Marks  // CONSTRUCTOR  public Invoice(string customer, string mobile) // 3 Marks  {  Customer = customer;  Mobile = mobile;  }  // METHODS  public void InsertItem(Item item) // 3 Marks  {  items.Add(item);  }  public void RemoveItem(string number) // 10 Marks  {  bool checkNumber = true;  int i = 0;  do  {  if(items[i].NUMBER.Contains(number))  {  items.RemoveAt(i);  checkNumber = false;  }  i++;  } while (i < items.Count);  if (checkNumber)  throw new Exception("Exception: Invoice #" + number + " was not found");  }  private string GetItems() // 8 Marks  {  string itemsList = "";  foreach(Item x in items)  {  itemsList += x + "\n";  }  return itemsList;  }  public override string ToString() // 4 Marks  {  return string.Format(Customer + " tel. " + Mobile + "\nList of Items: \n" + GetItems());  }  public void SaveAsJson(string filename) // 6 Marks  {  using (TextWriter writer = new StreamWriter(filename))  {  JavaScriptSerializer jasonSerializer = new JavaScriptSerializer();  writer.WriteLine(jasonSerializer.Serialize(items));  writer.Close();  }  }  }  } |